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Change eval to TRUE if you want to knit this document.

rm(list = ls()) # clear memory (removes all the variables from the workspace)

# 01 Load packages

if (!require('pacman')) install.packages('pacman'); library(pacman) # use this package to conveniently install other packages  
# load (install if required) packages from CRAN  
p\_load("diagram", "dampack")   
# install\_github("DARTH-git/darthtools", force = TRUE) Uncomment if there is a newer version  
p\_load\_gh("DARTH-git/darthtools")

# 02 Load functions

# No functions needed

# 03 Input model parameters

## General setup  
n\_cycles <- 60 # number of cycles  
v\_names\_cycles <- paste("cycle", 0:n\_cycles) # cycle names  
v\_names\_states <- c("Healthy", "Sick", "Dead") # state names  
n\_states <- length(v\_names\_states) # number of health states   
  
# Discounting factors  
d\_c <- 0.03 # discount rate for costs   
d\_e <- 0.03 # discount rate for QALYs  
  
# Strategy names  
v\_names\_str <- c("Standard of Care", # store the strategy names  
 "Treatment A",   
 "Treatment B")   
n\_str <- length(v\_names\_str) # number of strategies  
  
## Transition probabilities  
p\_HS\_SoC <- 0.05 # probability of becoming sick when healthy, conditional on surviving, under standard of care  
p\_HS\_trtA <- 0.04 # probability of becoming sick when healthy, conditional on surviving, under treatment A  
p\_HS\_trtB <- 0.02 # probability of becoming sick when healthy, conditional on surviving, under treatment B  
p\_SD <- 0.1 # probability of dying   
p\_HD\_min <- 0.003 # probability of dying when healthy at t = 0  
p\_HD\_max <- 0.01 # probability of dying when healthy at t = n\_cycles  
# probabilities of dying when healthy (age-dependent) - this is now a sequence of numbers  
v\_p\_HD <- seq(p\_HD\_min, p\_HD\_max, length.out = n\_cycles)   
  
## Tunnels  
n\_tunnel\_size <- n\_cycles  
# Sick state  
v\_Sick\_tunnels <- paste("Sick\_", seq(1, n\_tunnel\_size), "Yr", sep = "")  
# Create variables for time-dependent model  
v\_names\_states\_tunnels <- c("Healthy", v\_Sick\_tunnels, "Dead") # state names  
n\_states\_tunnels <- length(v\_names\_states\_tunnels) # number of states  
  
# Weibull parameters  
l <- 0.08  
g <- 1.1  
  
S\_SD <- pweibull(0:n\_tunnel\_size, l , g, lower.tail = F)  
p\_SD <- trans\_prob(S\_SD) # probability of dying when sick (time-in-state dependent)  
  
  
  
## State rewards  
# Costs and utilities   
c\_H <- 400 # cost of one cycle in healthy state  
c\_S <- 1000 # cost of one cycle in sick state  
c\_D <- 0 # cost of one cycle in dead state  
c\_trtA <- 800 # cost of treatment A (per cycle) in healthy state  
c\_trtB <- 1500 # cost of treatment B (per cycle) in healthy state  
u\_H <- 1 # utility when healthy   
u\_S <- 0.5 # utility when sick  
u\_D <- 0 # utility when dead  
d\_e <- 0.03 # discount rate per cycle equal discount of costs and QALYs by 3%  
d\_c <- 0.03 # discount rate per cycle equal discount of costs and QAL   
  
# Discount weight (equal discounting is assumed for costs and effects)  
v\_dwc <- 1 / (1 + d\_c) ^ (0:n\_cycles)   
v\_dwe <- 1 / (1 + d\_e) ^ (0:n\_cycles)

# 04 Define and initialize matrices and vectors

## 04.1 Cohort trace

m\_M\_SoC <- matrix(NA,   
 nrow = (n\_cycles + 1), ncol = n\_states\_tunnels,   
 dimnames = list(v\_names\_cycles, v\_names\_states\_tunnels))   
  
# The cohort starts as healthy  
# initialize first cycle of Markov trace accounting for the tunnels  
m\_M\_SoC[1, ] <- c(1, rep(0, n\_tunnel\_size), 0)   
m\_M\_trtA <- m\_M\_trtB <- m\_M\_SoC # structure and initial states remain the same

## 04.2 Transition probability array

# create the transition probability array  
a\_P\_SoC <- array(0, # Create 3-D array  
 dim = c(n\_states\_tunnels, n\_states\_tunnels, n\_cycles),   
 dimnames = list(v\_names\_states\_tunnels, v\_names\_states\_tunnels,  
 v\_names\_cycles[-length(v\_names\_cycles)])) # name the dimensions of the array

Fill in the transition probability array:

## Standard of Care  
# from Healthy  
a\_P\_SoC["Healthy", "Healthy", ] <- (1 - v\_p\_HD) \* (1 - p\_HS\_SoC)  
a\_P\_SoC["Healthy", "Sick\_1Yr", ] <- (1 - v\_p\_HD) \* p\_HS\_SoC  
a\_P\_SoC["Healthy", "Dead", ] <- v\_p\_HD  
  
# from Sick  
for(i in 1:(n\_tunnel\_size - 1)){   
 a\_P\_SoC[v\_Sick\_tunnels[i], v\_Sick\_tunnels[i + 1], ] <- 1 - p\_SD[i]  
 a\_P\_SoC[v\_Sick\_tunnels[i], "Dead", ] <- p\_SD[i]  
}  
  
a\_P\_SoC[v\_Sick\_tunnels[n\_tunnel\_size], v\_Sick\_tunnels[n\_tunnel\_size], ] <- 1 - p\_SD[n\_tunnel\_size]  
a\_P\_SoC[v\_Sick\_tunnels[n\_tunnel\_size], "Dead", ] <- p\_SD[n\_tunnel\_size]  
  
# from Dead  
a\_P\_SoC["Dead", "Dead", ] <- 1  
  
## Treatment A  
a\_P\_trtA <- a\_P\_SoC  
a\_P\_trtA["Healthy", "Healthy", ] <- (1 - v\_p\_HD) \* (1 - p\_HS\_trtA)  
a\_P\_trtA["Healthy", "Sick\_1Yr", ] <- (1 - v\_p\_HD) \* p\_HS\_trtA  
  
## Treatment B  
a\_P\_trtB <- a\_P\_SoC  
a\_P\_trtB["Healthy", "Healthy", ] <- (1 - v\_p\_HD) \* (1 - p\_HS\_trtB)  
a\_P\_trtB["Healthy", "Sick\_1Yr", ] <- (1 - v\_p\_HD) \* p\_HS\_trtB

Check if transition array and probabilities are valid.

# Check that transition probabilities are in [0, 1]  
check\_transition\_probability(a\_P\_SoC, verbose = TRUE)  
check\_transition\_probability(a\_P\_trtA, verbose = TRUE)  
check\_transition\_probability(a\_P\_trtB, verbose = TRUE)  
# Check that all rows sum to 1  
check\_sum\_of\_transition\_array(a\_P\_SoC, n\_states = n\_states\_tunnels, n\_cycles = n\_cycles, verbose = TRUE)  
check\_sum\_of\_transition\_array(a\_P\_trtA, n\_states = n\_states\_tunnels, n\_cycles = n\_cycles, verbose = TRUE)  
check\_sum\_of\_transition\_array(a\_P\_trtB, n\_states = n\_states\_tunnels, n\_cycles = n\_cycles, verbose = TRUE)

# 05 Run Markov model

for (t in 1:n\_cycles){ # loop through the number of cycles  
 # estimate the cohort trace for cycle t + 1 using the t-th matrix from the probability array   
 m\_M\_SoC [t + 1, ] <- m\_M\_SoC [t, ] %\*% a\_P\_SoC [, , t]   
 m\_M\_trtA[t + 1, ] <- m\_M\_trtA[t, ] %\*% a\_P\_trtA[, , t]   
 m\_M\_trtB[t + 1, ] <- m\_M\_trtB[t, ] %\*% a\_P\_trtB[, , t]   
}

Create aggregated trace. Sum all Sick states together.

m\_M\_tunnels\_SoC <- cbind(Healthy = m\_M\_SoC[, "Healthy"],   
 Sick = rowSums(m\_M\_SoC[, 2:(n\_tunnel\_size + 1)]),   
 Dead = m\_M\_SoC[, "Dead"])  
m\_M\_tunnels\_trtA <- cbind(Healthy = m\_M\_trtA[, "Healthy"],   
 Sick = rowSums(m\_M\_trtA[, 2:(n\_tunnel\_size + 1)]),   
 Dead = m\_M\_trtA[, "Dead"])  
m\_M\_tunnels\_trtB <- cbind(Healthy = m\_M\_trtB[, "Healthy"],   
 Sick = rowSums(m\_M\_trtB[, 2:(n\_tunnel\_size + 1)]),   
 Dead = m\_M\_trtB[, "Dead"])  
head(m\_M\_tunnels\_SoC) # show the first rows of the aggregated Markov trace

## Healthy Sick Dead  
## cycle 0 1.0000000 0.00000000 0.00000000  
## cycle 1 0.9471500 0.04985000 0.00300000  
## cycle 2 0.8969864 0.06568843 0.03732521  
## cycle 3 0.8493784 0.07966611 0.07095546  
## cycle 4 0.8042016 0.09230318 0.10349524  
## cycle 5 0.7613370 0.10384287 0.13482017

# 06 Compute and Plot Epidemiological Outcomes

## 06.1 Cohort trace

# create a plot of the data  
matplot(m\_M\_tunnels\_SoC, type = 'l',   
 ylab = "Probability of state occupancy",  
 xlab = "Cycle",  
 main = "Cohort Trace", lwd = 2)   
# add a legend to the graph  
legend("right", v\_names\_states, col = c("black", "red", "green"), lty = 1:3, bty = "n")  
  
# plot a vertical line that helps identifying at which cycle the prevalence of sick is highest  
abline(v = which.max(m\_M\_tunnels\_SoC[, "Sick"]), col = "gray")
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## 06.2 Overall Survival (OS)

v\_os <- 1 - m\_M\_tunnels\_SoC[, "Dead"] # calculate the overall survival (OS) probability  
v\_os <- rowSums(m\_M\_tunnels\_SoC[, 1:2]) # alternative way of calculating the OS probability   
  
# create a simple plot showing the OS  
plot(v\_os, type = 'l',   
 ylim = c(0, 1),  
 ylab = "Survival probability",  
 xlab = "Cycle",  
 main = "Overall Survival")   
# add grid   
grid(nx = n\_cycles, ny = 10, col = "lightgray", lty = "dotted", lwd = par("lwd"), equilogs = TRUE)
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## 06.2.1 Life Expectancy (LE)

v\_le <- sum(v\_os) # summing probablity of OS over time (i.e. life expectancy)

## 06.3 Disease prevalence

v\_prev <- m\_M\_tunnels\_SoC[, "Sick"]/v\_os  
plot(v\_prev,  
 ylim = c(0, 1),  
 ylab = "Prevalence",  
 xlab = "Cycle",  
 main = "Disease prevalence")

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAeAAAAGACAMAAABC/kH9AAAAulBMVEUAAAAAADoAAGYAOjoAOmYAOpAAZpAAZrY6AAA6ADo6AGY6OgA6Ojo6OmY6OpA6ZpA6ZrY6kLY6kNtmAABmADpmOgBmOjpmkLZmkNtmtttmtv+QOgCQZgCQZjqQkDqQkGaQkLaQtpCQttuQtv+Q27aQ29uQ2/+2ZgC2Zjq2kGa227a229u22/+2/7a2/9u2///bkDrbkGbbtmbbtpDb27bb29vb////tmb/trb/25D/27b//7b//9v///8JKuDMAAAACXBIWXMAAA7DAAAOwwHHb6hkAAAQDUlEQVR4nO2di3rbthmGaceenKZZWyvZVrtdt24zuzWbuSwzJ9u6/9saDqQEiqQkgAAJfPje52nq2DgwfA3wB0BAxZZAUyx9ASQsFAwOBYNDweBQMDgUDA4Fg0PB4FAwOBQMDgWDQ8HgUDA4FAwOBYNDweBQMDgUDA4Fg0PB4FAwOBQMDgWDQ8HgUDA4FAwOBYNDweBQMDgUDA4Fg0PB4KQjuCoUF998En95vS+un2a/hGVqnUZygoXiOwo+nwQFFxcPC10CBYekKi4fxf++fCyKVXur//2u7bO3r7+IL79Vt/8/IknxXv0WDCeQlMXlP35XFFefVNEXf/5YXH7apyl1ZXVR3BnlNbXuSxIZ/yb+cqV/4z6Lyt58P1DXkiQnePuyFndZ3+qmUcvvi+9Krh6VlbadDydQlMVhsuunfRptViQStezL07UaJVVGIW2Jt/26liQ9weoLdavFfVw9bT+re1rKBri5EV+KH/3mSX85nEAjdIhvfJbdgfR0/Wn7324hKyWqU54WbJRUqS6gUhWI34Pvnp7X8ioP61qSJAVfPKhbLW7h1a/6h0rFPs2Xv7+T5sYTKMG6jYpvVPprM03zR/O4b8prf62MVDKjqGbV9urVN7/261qSlAWLPwRvfv+k7vG+I/1Rf6mEDCVQNE9Z5bARaaYRX9+1j1yzPPVrtUulM8qOwgzAenUtScqCt88f9X38S/ucLPSPiqs/fZE3fTiBLs4MoxrBZhrZR+tO1ihP1Wqm6gpeNVfaq2tJ0hMs7mTzDBZ/ef7pnQqPZINr0mkt6qYPJ9AMt+A7s7o/qm8b5bUt+G6faKQFd+takuQEP98X3dv5+oP4Qetz2w5tjBDnMIGm+wxWgjtpVD8r6zDK24V2+2vaCW5+Y+r3P297dS1JSoK7PajqLL9T/bQKbS++3z6vdQu7ftK/BsMJdHHdKFp3pp00ctQjfwWM8tooepfKFCwq+1aFBXe9upYkQcH7qcpf9o+6Zuip3bdB0XACTTsOVqFv8+1Omlr/zCyvMw7WA+i94LbEVb+uJUlOcGexQc4dFe/VRNXzj6JP1T8TUe/Vz7pHH0ygED3qv35svrEbDplpdh3tvrym1n2qjmA9k/WHgbqWJB3BnimjGKWGh4LBoWBwKBicbAXnAgWDQ8HgUDA4FAwOBYNDweBQMDgUDA4Fg0PB4FAwOBQMDgWDQ8HgUDA4FAwOBYNDweBQMDgUDA4Fg0PB4FAwOBQMjp3gditlHpsCILASXLW75usoTggiZ2Aj+PV+p7Ua2bxekJkIIfhlvTtbpB7ppPlIn4kggs9pwRbFkQkEESyewU0THn0GU/BMhBHcni4yfnwMBc9EIMFzF0fGoGBwQguuGEUvy8wt2H54RqbBLhocCgaHgsGhYHACzUXvgylG0csSpgW/3p9aCKbgmQjURb/enzjKnIJnItQzuD7xaQQUPBMMssChYHAoGBwKBoeCwaFgcCgYHAoGh4LBoWBwKBiO7vtQFIxGse3cXQoGQrZdfWP3t5eCMWjdFhSMhnrk7vtlCgZj32yNP/kMxmC3gcAUzCgagdF+uXdfKThFRvrloR1BgQSXRbFSJ+2MvZlFwY4cDoWaZju62yuMYHlwQ1ms5BvS3OHvjcGh0KmNfEEEqzM66ouHLc/o8EjvkTv4zB3KdXbx56JO2dHn6/CUHR/s+uXuUOicXbhswQnQi6nOUrvP6zehZPcMNg5UmlBcznTHusNDoaP5vSdUMIqezuFYd3wodLQU7wkXKQ6QKf3yQTF+Ey5SHBhT+2WzKO8Ju/CUHQf6AyL3Q2tmbsE8ZecEIwOiCQV6T7hIcSgcTFSdOdY9VaLfhIsUB0BvktlPNxdI8Mkj/Sn4ALPtTu6XD8r1m1By+kh/CjboBc0eY5RwU5UaTlWepjeZ4btwvwm3PNL/fA6DZp9tt6nBe8ItW/DZ9IPmIFX4TSjhkf5nESBoHqnDZ0IFj/Q/yT6yCtV4deneEy5SXHqY05EhJ/YoeH66UxqB7wQFz05nSiP4pDwFz8rAOmDoGr0nXKS4RAg6pTFepd+EixSXBmGnNI7U6TXhIsXFz6yRlVmv94SLFBc980ZWBxX7TbhIcTFjtN15G6+u0yHhy7q4fiqnfbR3PoI7883zv6vkILi+eKiun0a3lXmuN3VmHhWN1G+TUC4VyTWisfclPdebNDPNNx+9BOuEcrFXCh5b6fVcb8rMNd986hrsErYtuBxdKfJab6IsNSrqX4h9Qv0Mrk58rIqvetNksVHR4JXYJlSLvWpz6Az1JsnSkZUBx8HeiSCyMqBg38QQWRm4CJbh1ejLVr7rTY0oIisDB8E6fH5ZH/t0wlKMoTY3R57UcfzrPWNOSi7fdjVu42DJsXGw8vv2ofOGtGO9CdGZlIwFt3Gw5MhMlprGLFULz+W96LgiKwOHLlqPgDc34w9h2W6b34NMdjZEFlkZuARZ8uF6fBwsW2+VUQvuvKoRF2GGSS/ry0fjsKypxUVNNJOSw4QaB9d6Z8NopB3djXAlnknJYRwEn9zc7bXeyIkzsjJwGQdPMmtbb8SYnXOMjVfhMg62mcMCPkYpymFvD/eJDrfqcI5Rir5z1rhMdBybo/Reb5wYW1Ai/2V1WfCfttRvWW+UmPMakePSRReno2jsY5QiHvb2CDMOBj5GKcYVo2MEEQx8CEsaobOB4ztZx3c24B6jlEjobOD8VuWx4TBoC04ndDZwWw8+tbMB8hilhEJnA7eJjpM7GwCPUUopdDZwb8E57WxILXQ2cH4G57SzIbnQ2cAxis5qZ0N6obNBqAX/mYsLR5KhswEFHyfN0NmAgo+SaOhsYCl4t9KQwSs7CYfOBmzBY6QcOhtQ8AhJh84GDoLbbhq7i046dDZweavy+qlabTc3uBMdh59RlTJub1XWcrEBdqpSd8vJd84at8WGzVeP6r8Z6p0flM5Z47bY8PLhAVTwwYnd6ePwDJYLweUtZhed/MRVD5dhUrmSkfS0DSxx3r/0J656cBzcgjFx1YOCG0Amrnq4RNFnb105MlaO7SaiTFz1cJnoOLncf8aSRFR3MfU132O4ddH10d37u5cpE2nBeKGzgfMz+PX++FuVchCVhmDA0NkgTAsWlKIXT0owXOescZnJOu+Vu6q4jV8w0rLCMAGj6M3Nm9gFQy0rDBNyHCzaetyCYUNnAxfBGJ+bBLesMIyDYKvPTYr2lB3osZGB23Kh8+cmRXPKDvbYyMBtwT/tz00CXVYYxr0FJ7u7EHVZYRjnZ/Dx3YURn7IDu6wwjGMUfWKqI+ZTdnIYGxkEGQdHe0YH/sRVD7dn8AliPWUng4mrHm5R9AkibcGZdc4alyDr9PgowlN2Mpm46uHSgs/YPhrdKTu5TFz1yOSlu2wmrnpkIDiriase1oIrcZOSOi86r4mrHraCq+Nv4viv109F2Uxc9bAUrAdA07Yl2dXrp6LMxkYGloL1IHjaQpJdvdNqyXRsZAAtePf4zdcvtOB8Q2cDVMEZLisMAyo487GRgbXgJE66y31sZAA4k4W8V9AePMHZLisMAyc432WFYVAFs3NugBLMsVEfJME5vnJ1EiDBDJ2HCCR4t2o80+Yzds5jhBEsV431RvF5BHPiapQggvWq8ev9kT2IXj1w4mqcIILbV6fl0eHBBXPi6igBW/BWHlsaXDAnro4T6BncaB0/lNaXDU5cnSBYFK076dHj0nzoyPt92DNJeBzM0Pkc0hXM0PksQgsOF2QxdD6LmVuwr1N2+D7suaTZRfN92LNJUjBD5/MJJDjcKTtcVrAj0ERHsFN2ODayJOxUpfczOjg2siXoYsPW7yk7XFZwIKEWzGUFF0I9g/2fssNlBScCRdEBTtnh2MiJNMbBHBs5k4Rgvg/rTgqCGTpPIHbB7JwnErlgTlxNJW7BnLiaTMSCOXHlg3gFc+LKC9EK5sSVH6IUzPdh/RGjYIbOHolQMENnn8QrmKGzF2ITzPdhPROZYL4P65u4BDN09k48grmsEIRoBHNsFIZYBHNsFIhAgq13NnBsFIhQb1Xa7mxg5xyIIIJd3otm5xyGIIKddjawcw5CNC2YhCHUMzi6zw/OlUBRdHSfH5wtUYyD+fgNRwyCGUAHJLTgM45R4hA4JDO34KFjlCg4JBF00RQckggE8xkckigWGxhFhyOWxQYSCE5VghPPYgMJAlswOIstNpCZCCL49GKDW7GT881cXSr/vKl5AxRLwT6rm5o3QLEU7LO6qXkDFEvBPqubmjdAsRTss7qpeQMUS8E+q5uaN0CxFOyzuql5AxRLwT6rm5o3QLEU7LO6qXlJAlAwOBQMDgWDQ8HgUDA4FAwOBYNDweBQMDgUDA4Fg0PB4IQQXBfFxYN1rs1Xj9aZ1V6pW4c6qza5/bWW6pVSu3z6bdSVdb7Njc7leEslAQTX4lJq68t5WavNElaZX+9FykreAss65f51ldz+Wmv1zrBlvs3bJqldvlpU9bK2/+eZ+Bes9z+UK7tctd6yaJd5cyNfxBe2LOt8Wd/KqlYO1yraorjrtvnanT52+XRq+39eB/+Cd3fdJlNd3Kqb4JJZ/Gq7ZJOC7fNV1z8Iwbb5qsaNXb5du3e6pQ0BBKvLGtudNo4W7JC5vHx0yVaJLs86n8ggn8G2+cqvdaxgl6++/OfaIVsX/4L1s8L+iaGu3yGz3Cdln61Wd842n+wrpWDLfC9r+dwuba+zkk8t2dG43lJJ8oLrNsayrfP1/vrJNp/cVOkguLnSy0dLwRcPLtm6pN5F632OTnXKZ7ddPpXcpYvWuW/u7PLph651ti6RBFnbVrBt9KJHwU51yjtnl69qtm7a5mvqe2sZDGqj1tm6xDJMav45lpnbDcuW2fQNq93GH6X9MMmxPn2iguNltkQz0dH8vlpl3ty0+9At69xJcrjW0mGiQ7kpreurJlxmS4ipysppXq15xNhkbrpMmd6yzlJ2tG7Xqqcq56mvbmdi3W6phIsN4FAwOBQMDgWDQ8HgUDA4FAwOBYNDweBQMDgUDA4Fg0PB4FAwOBQMDgWDQ8HgUDA4FAwOBYNDweBQMDgUDA4Fg0PB4FAwOBQMToaC1dlLAx+vaXw8MhD5CdZbxsv+Xi4KhkDv1VUHOBz8hIIhaD+7/H+PeteuPOGoUsfQKcFVu2EThdwEy0NrWmp1iM2dOuzkZX0rBauzlW6QDOcmWB1yt/v6Tp6A0X5L/FV/6XbaSaTkLFj20aLHbp7KUrA+JqH9BgS5CTa7aNlUy9vdiYFScHuMzkJXF4DcBO+CrFpYfPnw1w8P214LhiI7weYw6fX+a3Vgr/EMBmq7muwE64kOddJ0e46aDJ1F191G0UOTIOmSn2B9/LruqJvH78E4GCmIzlGwwea3/SlpMPIWXCFNaQyTs+DNzcCaEho5C84CCgaHgsGhYHAoGBwKBoeCwaFgcCgYHAoGh4LBoWBwKBgcCgaHgsGhYHAoGBwKBoeCwaFgcCgYnP8DoquL8sF7kDcAAAAASUVORK5CYII=)

# 07 Compute Cost-Effectiveness Outcomes

## 07.1 Mean Costs and QALYs

# per cycle  
# calculate expected costs by multiplying cohort trace with the cost vector for the different health states   
v\_tc\_SoC <- m\_M\_tunnels\_SoC %\*% c(c\_H, c\_S, c\_D)   
v\_tc\_trtA <- m\_M\_tunnels\_trtA %\*% c(c\_H + c\_trtA, c\_S, c\_D)   
v\_tc\_trtB <- m\_M\_tunnels\_trtB %\*% c(c\_H + c\_trtB, c\_S, c\_D)   
  
# calculate expected QALYs by multiplying cohort trace with the utilities for the different health states   
v\_tu\_SoC <- m\_M\_tunnels\_SoC %\*% c(u\_H, u\_S, u\_D)   
v\_tu\_trtA <- m\_M\_tunnels\_trtA %\*% c(u\_H, u\_S, u\_D)   
v\_tu\_trtB <- m\_M\_tunnels\_trtB %\*% c(u\_H, u\_S, u\_D)

## 07.2 Discounted Mean Costs and QALYs

# Discount costs by multiplying the cost vector with discount weights (v\_dw)   
tc\_d\_SoC <- t(v\_tc\_SoC) %\*% v\_dwc  
tc\_d\_trtA <- t(v\_tc\_trtA) %\*% v\_dwc  
tc\_d\_trtB <- t(v\_tc\_trtB) %\*% v\_dwc  
  
# Discount QALYS by multiplying the QALYs vector with discount weights (v\_dw)  
tu\_d\_SoC <- t(v\_tu\_SoC) %\*% v\_dwe  
tu\_d\_trtA <- t(v\_tu\_trtA) %\*% v\_dwe  
tu\_d\_trtB <- t(v\_tu\_trtB) %\*% v\_dwe  
  
# Store them into a vector  
v\_tc\_d <- c(tc\_d\_SoC, tc\_d\_trtA, tc\_d\_trtB)  
v\_tu\_d <- c(tu\_d\_SoC, tu\_d\_trtA, tu\_d\_trtB)  
  
# Dataframe with discounted costs and effectiveness  
df\_ce <- data.frame(Strategy = v\_names\_str,  
 Cost = v\_tc\_d,   
 Effect = v\_tu\_d)  
df\_ce

## Strategy Cost Effect  
## 1 Standard of Care 9786.301 14.64746  
## 2 Treatment A 20857.149 15.92605  
## 3 Treatment B 37387.089 19.60426

## 07.3 Compute ICERs of the Markov model

df\_cea <- calculate\_icers(cost = df\_ce$Cost,  
 effect = df\_ce$Effect,  
 strategies = df\_ce$Strategy  
 )  
df\_cea

## Strategy Cost Effect Inc\_Cost Inc\_Effect ICER Status  
## 1 Standard of Care 9786.301 14.64746 NA NA NA ND  
## 2 Treatment B 37387.089 19.60426 27600.79 4.956805 5568.262 ND  
## 3 Treatment A 20857.149 15.92605 NA NA NA ED

## 07.4 Plot frontier of the Markov model

plot(df\_cea, effect\_units = "QALYs")
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